**1. Comment trier une liste de tuples ?**

Utilisez la fonction intégrée sorted() de Python ou appelez la méthode sort() sur la liste que vous voulez trier. Ces deux méthodes ont une clé de paramètre optionnelle qui attend une fonction. Passez une fonction ici, qui calcule une valeur clé de chaque tuple de la liste pour trier les tuples selon leurs valeurs clés calculées. Exemple de tri d'une liste de tuples en fonction de leur deuxième entrée

**Syntaxe :**

python

liste = [(1, 2), (2, 3), (0, 3)]  
liste.sort(key=lambda x: x[1])  
print(liste)

**Résultats :**
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**2. Comment trier une liste de tuples en fonction d'un élément ou d'une valeur personnalisée ?**

Pour trier les éléments de la liste selon la deuxième entrée des tuples, nous écrivons :

element.sort(key=lambda x: x[1])

ou si vous souhaitez conserver l'ordre initial des objets :

nv\_liste = sorted(element, key=lambda x: x[1])

Notre fonction clé prend un tuple x et renvoie sa deuxième entrée, ainsi, l'ordre final de la liste ne prendra en compte que la deuxième entrée de chaque tuple. Nous pourrions également écrire :

element.sort(key=lambda x: sum(x))

Pour trier les tuples par la somme de leurs entrées. Bien sûr, cela n'est pas applicable à notre exemple, puisque les entrées de nos tuples sont des chaînes de caractères et des entiers.

Enfin, il est également important d'être conscient du comportement par défaut de Python pour le tri des listes de tuples. Cela n'a pas de sens d'écrire :

element.sort(key=lambda x: x[0])

**4. Trier une liste de listes ou de tuples :**

C'est un peu plus compliqué, mais c'est quand même assez facile, alors ne vous inquiétez pas ! La fonction de tri et la fonction de tri prennent toutes deux en compte un argument de mot-clé appelé clé.

Le mot-clé permet de spécifier une fonction qui renvoie ce par quoi vous souhaitez que vos articles soient triés. La fonction reçoit un argument "invisible" qui représente un élément de la liste et renvoie une valeur que vous souhaitez utiliser comme "clé" pour le tri.

Laissez-moi illustrer, pour vos superbes yeux seulement, l'argument du mot-clé !

Prenons donc une nouvelle liste et testons-la en la triant par le premier élément de chaque sous-liste

**Syntaxe :**

python

def getKey(element):  
return element[0]  
l = [[2, 8], [6, 3], [3, 24], [24, 86], [1, 100]]  
sorted(l, key=getKey)

**Résultat d’exécution :**
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On peut voir ici que la liste est maintenant triée par le premier élément de la sous-liste en ordre croissant. Notez que vous auriez pu utiliser la fonction de tri également, mais personnellement, je préfère la fonction de tri, je l'utiliserai donc dans d'autres exemples.

Que s'est-il passé ? Vous vous souvenez de cet argument "invisible" dont je parlais ? C'est ce qui est passé dans la fonction getKey chaque fois que la fonction triée a besoin d'une valeur.

Le tri par le deuxième élément de chaque sous-liste serait aussi simple que de changer la fonction getKey pour celle-ci :

**Syntaxe :**

def getKey(element):  
return element[1]  
l = [[2, 8], [6, 3], [3, 24], [24, 86], [1, 100]]  
sorted(l, key=getKey)

**Résultat d’exécution :**

![https://www.cours-gratuit.com/images/tuto-python/3674/image006.png](data:image/png;base64,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)

Très bien. Tout va bien. Maintenant, que diriez-vous d'une liste de tuples ?

En fait, c'est exactement la même chose que notre exemple ci-dessus, mais la liste est définie comme telle :

**Syntaxe :**

a = [(5, 3), (6, 45), (3, 20), (9, 64), (1, 87)]  
sorted(a, key=getKey)

**Résultat d’exécution :**

![https://www.cours-gratuit.com/images/tuto-python/3674/image007.png](data:image/png;base64,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)

La seule chose qui a changé, c'est que nous recevons maintenant une liste de tuples au lieu d'une liste de listes qui nous est renvoyée.

**5. Trier une liste de tuples par deuxième article :**

**5.1. Utiliser le tri à bulles :**

En utilisant la technique du Tri à Bulles, nous pouvons effectuer le tri. Notez que chaque tuple est un élément de la liste donnée. Accédez au deuxième élément de chaque tuple en utilisant les boucles imbriquées. Cela permet d'effectuer la méthode de tri sur place. La complexité temporelle est similaire à celle du Tri à Bulles, c'est-à-dire O(n^2).

**Syntaxe :**

def Sort\_Tuple(tup):   
lst = len(tup)   
for i in range(0, lst):   
for j in range(0, lst-i-1):   
if (tup[j][1] > tup[j + 1][1]):   
temp = tup[j]   
tup[j]= tup[j + 1]   
tup[j + 1]= temp   
return tup   
tup =[('noveau', 24), ('je', 10), ('membre', 28),   
('bonjour', 5), ('un', 20), ('suis', 15)]   
print(Sort\_Tuple(tup))

**Résultat d’exécution :**
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